**Рекурсивный вызов функции**

**Обращаемся к цвету по номеру**

Каждому цвету присвоим номер. Будем обращаться к цвету по номеру.

tones = [

'violet', # tones[0]

'blue', # tones[1]

'green', # tones[2]

'yellow', # tones[3]

'gold', # tones[4]

'orange', # tones[5]

'red' # tones[6]

]

t.color(tones[1]) # t.color('blue')

t.fillcolor(tones[6]) # t.fillcolor('red')

t.fillcolor(tones[10%7]) # t.fillcolor('yellow')

i = 10

t.fillcolor(tones[i%7]) # t.fillcolor('yellow')

t.fillcolor(tones[i % len(tones)]) # t.fillcolor('yellow')

**Пример 1: вложенные квадраты через цикл**

|  |  |
| --- | --- |
| sqn(200, 20, 7) | sqn(100, 20, 7) |
| http://acm.mipt.ru/twiki/pub/Cintro/PythonRecursion/ex11_1.png | http://acm.mipt.ru/twiki/pub/Cintro/PythonRecursion/ex11_2.png |

# -\*- coding: utf-8 -\*-

import turtle

import time

tones = [

'violet', # tones[0]

'blue', # tones[1]

'green', # tones[2]

'yellow', # tones[3]

'gold', # tones[4]

'orange', # tones[5]

'red' # tones[6]

]

def sq(size, col): # нарисовать квадрат размера size цвета col

t.color(col)

for i in range(4):

t.fd(size)

t.left(90)

# n квадратов, первый размера size, каждый следующий на d меньше

def sqn(size, d, n):

for i in range(n): # i меняется от 0 до n-1

sq(size, tones[i]) # tones[i] - взять цвет номер i из tones

size -= d

if size < 0: # если следующий квадрат маленький, больше не рисовать

return

t = turtle.Turtle()

t.shape("turtle")

t.width(3)

t.speed(0)

# sqn(200, 20, 7) # 7 квадратов, первый размером 200, другие на 20 меньше

sqn(100, 20, 7) # 7 квадратов, первый размером 100, другие на 20 меньше

turtle.done()

**Пример 2: вложенные квадраты через рекурсивный вызов функции (хвостовая рекурсия)**

![DEA!](data:image/gif;base64,R0lGODlhEAAQAKL/AAAAAICAgMDAwP//AMDAwP///wAAAAAAACH5BAEAAAQALAAAAAAQABAAQANASLo6/GQMUEYYBUgoJ9Db40Sf1ohNN46LRGEYyLlZBzHlfbO66s+TSi0U6WgKgQqIaEQOeamJlHgDCAA6CBaSAAA7) Изменилась только функция **sqn** и ее вызов.

# -\*- coding: utf-8 -\*-

import turtle

import time

tones = [

'violet', # tones[0]

'blue', # tones[1]

'green', # tones[2]

'yellow', # tones[3]

'gold', # tones[4]

'orange', # tones[5]

'red' # tones[6]

]

def sq(size, col): # нарисовать квадрат размера size цвета col

t.color(col)

for i in range(4):

t.fd(size)

t.left(90)

# нарисовать n квадратов,

# первый размера size,

# каждый следующий на d меньше

# уже нарисовали i квадратов

def sqn(size, d, n, i):

if n == 0: # если не надо больше рисовать квадратов

return

if size <= 0: # если следующий квадрат маленький, больше не рисовать

return

sq(size, tones[i]) # рисовать 1 квадрат

sqn(size-d, d, n-1, i+1) # рисовать следующий квадрат - РЕКУРСИЯ

t = turtle.Turtle()

t.shape("turtle")

t.width(3)

t.speed(0)

sqn(200, 20, 7, 0) # 7 квадратов, первый размером 200, другие на 20 меньше

turtle.done()

**Вызов в коде функции sqn самой функции sqn называется рекурсивным вызовом функции**

**Пример 3: вложенные квадраты через рекурсивный вызов функции**

Попробуем вызывать sqn до и после рисования одного квадрата.

|  |  |
| --- | --- |
| http://acm.mipt.ru/twiki/pub/Cintro/PythonRecursion/ex11_1.png | http://acm.mipt.ru/twiki/pub/Cintro/PythonRecursion/ex11_3.png |
| def sqn(size, d, n, i):  if n == 0:  return  if size <= 0:  return  sq(size, tones[i])  sqn(size-d, d, n-1, i+1) | def sqn(size, d, n, i):  if n == 0:  return  if size <= 0:  return  sqn(size-d, d, n-1, i+1)  sq(size, tones[i]) |

**Задача 1: Квадраты центрированные**

Написать функцию **sqn(size, d, n, i)**, которая с помощью РЕКУРСИИ рисует такие квадраты. Если квадрат слишком маленький, не рисовать.

* size - размер стороны квадрата
* d - на сколько сторона следующего квадрата меньше предыдущего
* n - сколько еще квадратов надо нарисовать
* i - сколько квадратов уже нарисовали

|  |  |
| --- | --- |
| sqn(200, 20, 7, 0) | sqn(100, 20, 7, 0) |
| http://acm.mipt.ru/twiki/pub/Cintro/PythonRecursion/ex11_00.png | http://acm.mipt.ru/twiki/pub/Cintro/PythonRecursion/ex11_01.png |

**Задача 2а: Квадраты с поворотом на 30o**

Следующий квадрат повернут на 30o

Написать функцию **sqn(size, n, i)**, которая с помощью РЕКУРСИИ рисует такие квадраты. Если квадрат слишком маленький, не рисовать.

* size - размер стороны квадрата
* n - сколько еще квадратов надо нарисовать
* i - сколько квадратов уже нарисовали

|  |
| --- |
| sqn(200, 7, 0) |
| http://acm.mipt.ru/twiki/pub/Cintro/PythonRecursion/t11_2.png |

**Задача 2b: Квадраты с поворотом (произвольный угол)**

Написать функцию **sqn(size, ang, n, i)**, которая с помощью РЕКУРСИИ рисует такие квадраты. Если квадрат слишком маленький, не рисовать.

* size - размер стороны квадрата
* ang - на сколько **градусов** повернут следующий квадрат
* n - сколько еще квадратов надо нарисовать
* i - сколько квадратов уже нарисовали

|  |
| --- |
| sqn(200, 30, 7, 0) |
| http://acm.mipt.ru/twiki/pub/Cintro/PythonRecursion/t11_2.png |

**Задача 3a: Вписанные правильные треугольники**

Написать функцию **tri(size, n, i)**, которая с помощью РЕКУРСИИ рисует вложенные правильные треугольники. Если сторона треугольника меньше 20, не рисовать.

* size - размер стороны треугольника
* n - сколько еще фигур надо нарисовать
* i - сколько фигур уже нарисовали

|  |
| --- |
| sqn(200, 7, 0) |
| http://acm.mipt.ru/twiki/pub/Cintro/PythonRecursion/t11_3_3.png |

**Задача 3b: Вписанные правильные многоугольники**

**Сумма углов правильного k-угольника (k-2)\*180**

Написать функцию **sqn(size, k, n, i)**, которая с помощью РЕКУРСИИ рисует вложенные правильные многоугольники. Если сторона многоугольника меньше 20, не рисовать.

* size - размер стороны многоугольника
* k - количество углов в многоугольнике
* n - сколько еще многоугольников надо нарисовать
* i - сколько многоугольников уже нарисовали

|  |  |  |
| --- | --- | --- |
| sqn(200, 3, 7, 0) | sqn(200, 4, 3, 0) | sqn(200, 5, 5, 0) |
| http://acm.mipt.ru/twiki/pub/Cintro/PythonRecursion/t11_3_3.png | http://acm.mipt.ru/twiki/pub/Cintro/PythonRecursion/t11_3_4.png | http://acm.mipt.ru/twiki/pub/Cintro/PythonRecursion/t11_3_5.png |

**Задача 4: Спираль вовнутрь (чередование 3 цветов)**

Написать функцию **spi(size, d, n, col)**, которая с помощью РЕКУРСИИ рисует вложенные спираль. Если сторона спирали меньше 10, не рисовать.

* size - длина отрезка спирали
* d - на сколько следующий отрезок меньше предыдущего
* n - сколько еще отрезков надо нарисовать
* col - цвет отрезка; цвета меняются по очереди: red, gold, blue

|  |
| --- |
| spi(200, 10, 15, 'red') |
| http://acm.mipt.ru/twiki/pub/Cintro/PythonRecursion/t11_4.png |

**Задача 6: Узор из рекурсивных веток**

Функция **branch(n, size0, dsize, ang0, dang)** рисует 1 ветку из n отрезков. Первый отрезок длины size0, каждый следующий меньше на dsize. Первый угол поворота налево ang0, каждый следующий больше на dang.

Функция возвращает точку, в которой стоит черепаха, после того, как нарисовали половину отрезков ветки.

def branch(n, size0, dsize, ang0, dang):

size = size0

ang = ang0

for i in range(n):

if i == n/2:

p = t.pos()

t.fd(size)

t.left(ang)

size -= dsize

ang += dang

return p

Одну ветку, как на рисунке, можно нарисовать так:

pc = branch(6, 50, 5, 20, 10)

Напишите функцию **uzor(n, size0, dsize, ang0, dang, k)**, которая использует функцию **branch** и рисует узор из **k** веток РЕКУРСИВНО.

![http://acm.mipt.ru/twiki/pub/Cintro/PythonTurtleIfFor/branch.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAy4AAADECAIAAAD25uKFAAAAAXNSR0IArs4c6QAAAAlwSFlzAAALEwAACxMBAJqcGAAAAAd0SU1FB+EFBAcqK5DWWU0AAAbTSURBVHja7d3RjhpJEobRTsT7v3L6AssqN27KUFARkXHO1WrkXa3gy+QvumdmzDm/AACIcPESAACYYgAAphgAAKYYAIApBgCAKQYAYIoBAGCKAQCYYgAAmGIAAKYYAACmGACAKQYAgCkGAGCKAQBgigEAmGIAAKYYAACmGABAH1cvQWZj/P4Pc3ox0DBomBUbm+JKfPK3vFFoGDSMKcbZJ98tgIZBw5hixJz825uz/QPeLjQMGsYU44yT/9Mf9o6hYdAwphjvP/mPj/e3/6L3DQ2DhjHF+NTjl1sADYOGMcVIcfLdAmgYNIwpRuTJf/A/7g1Ew6BhTDH2r4D3vtIey9AwaBhTjP0j+rkX2C2AhkHDmGIkeubzZqJh0DC1+NeB1/btzO/+c6JBw6Bhcq1534qt91jmLUXDoGFMMSJvARcBGgYNU4IfUK7Dl+RoGDSMKYZbADSMhjXM//IDykXfV7+ygIZBw1TgW7H1H8s8k6Fh0DB5V7tvxZo8k3ksQ8OgYRLyrViXZzLQMGgYUwy3AGgYDYMpBgBgigEAmGIAAJhiAACmGAAAphgAgCkGAIApBgBgigEAYIoBAJhiAACYYgAAphgAAKYYAIApBgCAKQYAYIoBAGCKAQCYYgAAphgAAKYYAIApBgCAKQYAYIoBAGCKAQCYYgAAmGIAAKYYAACmGACAKQYAgCkGAGCKAQCwdfUS9DFGxv9Xc3pn0DAa1rApBtEXk7sADYOGO77+0wvvCczzGRrWMBrWsCnGR89/2vf5wSWlTTSMhjVsiuH8uwjQsIbRMKYY655/dwEaRsMaNsVw/t0FaFjDaFjDphjvOzxrvLfuAg1rGA1r2BTDo5i7AA1rGA1r2BSj6/l3EWhYw2hYw6YYzr+7AA1rGA1r2BSj/fl3F2hYw2hYw6YYzr+7AA1rGA1r2BRz/oXuLtCwhtGwhmu6eAlYz5w/HvUxSv774NCwhtHwsrPVt2IexTycoWENo2ENR7nqw/nv8HC2exegYQ2jYQ3HVORbMeffq4d3wauHd8GrF8Xviim49fOZRzQNaxgNa9gUw/l3C2gYDWtYw6YYuAVAw6BhUwyPYm4BDaNhDWvYFMP5b3cLoGENo2ENm2I4/yleZDSsYTSsYVMM5//sBzKfZBrWMBrWsCmG8+8W0DAa1rCGTTESZ4pbQMNoWMMaNsU49VEMt4CG0bCGNWyKEXP+PYq5BTSMhjWsYVMM5x80jIbBFHP+8UCmYTSsYQ2bYjj/bgE0rGENo+HXY5sSS3nynX93sYbRsIbp0LAplvHkuwLcAhpGwxqmScOmmJOPTzINa9gro2ENh7l6gx1+0DAa1jBhNfpWzMmn+QOZhjWsYQ1r2BRz8nELaBgNa5iODZtiTj4+yTSsYQ2zbMNjZH+7TTEnH59kGtawhlmz4T9/OPNbb4o5/Pgk07CGNUz5hu//YpXU/R2UTj7PmXO1f+6zhjWsYUq/3bt/JXkGppiTz6EM6r7dGkbDLPAsscBzhR9QOvkcLaHWW69hNMzyn8i1qjDFnHxafJJpGA3TcIeVKMQUc/hZ/JNMw2iY5lPs6+4X+VOVEz/Fyv2U18mndMAaRsOINlVFfm3fyedoGFU+yTSMhmG755IUZYo5+WgYNIyuGk8xZwwHGzQMT4W60u+K+VYMAGjxjJHzYePiHQIAiq6rN/5JUwwAYN8YT/yAMv/flWKKAQCVdtjWAr/gaIoBAGVst9ftP9+vsTn/+ovJvxgzxQCAemvsn9+HbUdYlS/MTDEAoOQaOzLaTDEAgCyjzRQDAOjIFAMAMMUAAEwxAABMMQAAUwwAAFMMAMAUAwDAFAMAMMUAADDFAABMMQAATDEAAFMMAABTDADAFAMAwBQDADDFAABMMQAATDEAAFMMAABTDADAFAMAwBQDADDFgJsxvAZoGDRsioHzDxpGwwVdvYtw/PzP6fVAw6DhV/hWDHyGoWGvBxoO41sxeP3w+wxDw6Dhg3wrBj7D0DBo2BQD5x80DP0a9gNKePr8+wBDw6BhUww8hIGG0XB5fkAJPsPQMGg4jG/FKH84P3csfYahYdCwKQYxd4HPMDQMGjbFIOYu8AvOaBg0fNKLNp1RVjn5916o2xcJaBg0bIpBzF3gMwwNg4ZNMfjURfD4VPsMQ8OgYVMMYh7O/GINGgYNm2IQcxf4DEPDoGFTDCLvAp9haBg0bIpB5F3gKKBh0LApBjF3gXOAhkHDphgAQC/+deAAAKYYAIApBgCAKQYAYIoBAGCKAQCYYgAAmGIAAKYYAACmGACAKQYAgCkGAGCKAQBgigEAmGIAAJhiAACmGACAKQYAwPl+AU35P/F8xwSvAAAAAElFTkSuQmCC)

**Задача 7: Квадраты Фибоначчи**

[Числа Фибоначчи](https://ru.wikipedia.org/wiki/%D0%A7%D0%B8%D1%81%D0%3Cbr%20/%3E%E2%80%A2D0%B0_%D0%A4%D0%B8%D0%B1%D0%BE%D0%BD%D0%B0%D1%87%D1%87%D0%B8) - это последовательность 1, 1, 2, 3, 5, 8, 13, 21...

Fn = Fn-1 + Fn-2

F1 = F2 = 1
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Нарисовать n квадратов со сторонами, равными первым n числам Фибоначчи.
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Подсказка: можно написать функцию fib0(size, n), которая рисует n квадратов Фибоначчи, size - размер стороны первого квадрата. Она рисует первые 1 или 2 квадрата и вызывает функцию fib2(f0, f1, size, i, n), чтобы нарисовать остальные квадраты.

**Задача 8. Путь с поворотами**

Нарисовать дорогу, без тупиков и перекрестков, с n левыми и k правыми поворотами.